Chapter 3

Artificial Neural Networks

In this chapter we present the basic principles and mechanisms of ANNs
by means of an historical outline of the development of the field. As the
biological model has played an important role in ANN research, and still is
the source of a variety of new ANN models, we start with a short review
of BNN properties. We conclude the following introduction focusing on the
prominent Error Back—propagation algorithm for ANN training, which plays
an important role in our system evolving ANSs.

3.1 Biological Neural Networks

Since the human brain has been identified as the center of thinking by Greek
philosophers around 500 B.C., philosophers and scientists attempted to reveal
structure and function of biological neural networks. But it was only at
the end of the 19th century that the Spanish histologist Cajal was able to
demonstrate that the nervous system is composed of interconnected cells
(neurons) creating complex circuits. In the 1950s Hodgkin, Huzley, Katz,
and FEccles were able to record electrical signals exchanged between neurons,
and identified Synapses as biological connectors allowing the transmission of
electrical signals from a source (presynaptic) to a sink (postsynaptic) neuron.
In the 1980s methods became available to analyze the genetic control of
differentiation of neurons and the expression of their functional properties
(Shepherd, 1994), which is essentially what computer scientists began to use
as a model for the artificial evolution of networks being at the center of this
work.

According to Shepherd (1994, pp. 4-5) the main task of Neurobiology is to
identify the functional and structural organization of the brain, and associate
it with stages of information processing ultimately resulting in the physical
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behavior of an organism. Barlow (1972) stated in his Neuron Doctrine that
individual neurons represent specific events by hierarchically processing the
information surveyed by the sensory input signals (Barlow, 1972). Consistent
with Barlow’s neuron doctrine researchers coined the terms Pontifical Cell
(Sherrington, 1940), Grandmother Cell (Lettvin et al., 1959), and Cardinal
Cell (Barlow, 1972) which should illustrate the one-to—one mapping of a
neuron and a specific concept. However, it were not science, if researchers
did not come up with the opposing concept of Parallel Distributed Processing
advocating a one-to-many mapping between neurons and concepts having
had great impact on the ANN community (Rumelhart et al., 1986). Todays
solomonic view supports both hypotheses by classifying neurons into one of
the two categories with possible intermediate (fuzzy) states always found in
biological systems.

It is estimated that the human brain consists of approx. 10! neurons
with approx. 10'* connections. Hundreds of brain areas have been identi-
fied forming structural units that are interconnected at this higher level of
organization. Though, many areas are associated with more or less specific
tasks, it remains unclear, whether the structural units have a strict assign-
ment to a function, or can be used for a variety of tasks. Again, the possibly
unsatisfying answer to this question may be that both concepts are realized
in biological neural networks including all variants of intermediate solutions.

A single neuron might seem to be a good candidate to serve as the atomic
structural unit of a BNN, but even in terms of information processing a single
biological neuron is an extremely complex structure, hence, it is also labeled
Microstructure. Basically, a neuron sends a signal via its single Azon (output)
and receives signals along the Dendrites (inputs) (Figure 3.1), however, the
discrimination between axons and dendrites is not trivial, and many neurons
send their signals over dendrites. Axons and dendrites of different neurons
are coupled by electrical and/or chemical synapses. In electrical synapses
ions carrying the signal directly traverse the small distance between the con-
nected “cables”, while in chemical synapses the electrical signal evokes a
transmission of Neurotransmitters, which in turn generate an electrical sig-
nal on the receiving side. Axons, dendrites, and cell bodies (Soma) may be
connected in any combination (Shepherd, 1994). Considering that some cells
have hundreds and thousands of dendrites with a number of synapses on each
of them, the complexity of a single neuron becomes apparent.

The electrical signals (Action Potentials) are generated and transmitted
by complex processes in the neurons, where activation—dependent ion chan-
nels regulate the flow of charges through the cell’s membrane involving K+,
Nat, Ca™, and CI~ ions. At certain electrical states the neuron discharges
and triggers an action potential with a maximal frequency of approx. 100 Hz,
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Figure 3.1: A vertebrate motoneuron with exemplary synaptic connections (after
Shepherd (1994, p63)).

which compared to the clock rate of modern microprocessors is unbelievable
slow, but the massive parallelism seen in the brain accounts for this deficit
in signal speed.

An even higher degree of complexity at the neuron level is introduced
by the fact that biological neurons are, of course, living structures changing
their long— and short-term behavior under the influence of various Neuro-
modulators enabling Synaptic Plasticity (Shepherd, 1994). Above properties
contribute to the astonishing plasticity of biological neural networks and
could give some important clues for further improvement of ANNs. How-
ever, despite all the excitement the term ANN may imply, we should always
keep in mind that most of todays ANN models are a high-level abstraction
of a BNN. Essentially, the analogy is restricted to neurons (computational
units) sending signals (numbers) over axons (connections) to other neurons,
hereby transforming (processing) the signals.

3.2 A Brief ANN History

According to Haykin (1999, p38) it is generally agreed that the discipline of
artificial neural networks was founded by McCulloch and Pitts (1943) with
their work on neuron models capable of computing logical functions (McCul-
loch and Pitts, 1943). In this model excitatory connections w;; = +1.0 and
inhibitory connections w;; = —1.0 are discerned. Inhibitory connections may
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be absolute, completely switching off a neuron, or relative, attenuating the
summed input signal. The activation function a(z) is a threshold function
generating binary signals.

The psychologist Donald Hebb (1949) suggested a fundamental hypothe-
sis of learning in BNNs. In (Hebb, 1949) he says

When an axon of cell A is near enough to excite a cell B and
repeatedly or persistently takes part in firing it, some growth
process or metabolic change takes place in one or both cells such
that A’s efficiency as one of the cells firing B is increased.

The biological mechanisms of Hebb Learning have been explored many years
later (in the 1970s), when Long-Term Potentiation (LTP) and Long-Term
Depression (LTD) have been found to sustainably change synaptic proper-
ties. Hebb also suggested that the connectivity of BNNs changes with time
and creates clusters of cooperating neurons organized in neuronal groups.
Closely related to these ideas are two modern hypotheses in neuroscience:
Neural Darwinism suggests that the neural pathways of biological brains are
constantly sculptured by feedback of the environment, specifically during on-
togeny (Edelman, 1987). Tononi and Edelman (1998) presented the Dynamic
Core hypothesis proposing that brain areas are dynamically rearranged and
allocated for the processing of specific tasks (Tononi and Edelman, 1998).

Although, Hebb’s hypothesis originated strictly from the observation of
BNNs, it is at the core of many prominent learning algorithms in ANNs,
which can be derived in a pure mathematical way without using any biological
inspiration. This may be viewed as an indication that the links between
artificial and biological neural networks are stronger than generally conceded.

The psychologist Frank Rosenblatt (1958) presented the Perceptron model,
which resembled basic organizational properties of BNNs. The perceptron
network is composed of three layers of artificial neurons: a Retina (input
layer), an Association (hidden) layer, and a Response (output) layer '. Retina
and association layer are linked by feed—forward connections, while associa-
tion and response layer also contain recurrent connections to previous layers.
The real-numbered weights w;; modulate the signals to a neuron, where
the activation is modelled by a binary threshold function a(z) (Rosenblatt,
1958). Many of the network architectures investigated and applied today are
very similar to the perceptron, but in order to ease mathematical analysis
Rosenblatt used single neurons as a simplified perceptron, which became the
target of criticism of perceptrons in general.

!Today the expressions in parentheses are used.
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Minsky and Papert (1969) published a number of proofs on the com-
putational capabilities and limitations of perceptrons (Minsky and Papert,
1988). In condensed form the results of these analyses have been labeled
as Minsky’s Paradoz stating that a single perceptron cannot learn the XOR
function. However, later work has shown that multi-layered perceptrons
(originally proposed by Rosenblatt) are universal approximators (Lippmann,
1987; Cybenko, 1989; Hornik et al., 1989).

Widrow and Hoff (1960) developed the Adaptive LINear NEuron (ADA-
LINE) neuron interconnected in a Multiple ADALINE (MADALINE) net-
work for adaptive filters in communication devices. Of specific importance
for the development of ANN learning algorithms was the MADALINE’s learn-
ing procedure based on minimization of the mean square error of ADALINEs
(Least Mean Square (LMS) or Widrow—Hoff learning rule) (Widrow and Hoff,
1960). In essence the supervised Widrow—Hof! training is the basis of Error
Back-propagation by solving the problem of algorithmic weight adjustment
between an output and the directly connected previous layer. However, it
took many more years until the credit assignment problem (the contribution
of a specific neuron to network error) has been solved allowing supervised
training of multi-layer perceptrons.

In the 1970s Associative Memories came into the spotlight of ANN re-
searchers, e.g., (Anderson, 1972; Kohonen, 1972). Linear associators with
an input and an output layer linked by weighted connections can be trained
using concepts from linear algebra. The resulting weight update rules essen-
tially constitute Hebbian learning, also termed Correlative learning in the
context of associative memories.

In the 1980s the attraction to the ANN field regained momentum and a
series of new ANN types has been proposed. Grossberg presented Adaptive
Resonance Theory (ART) networks based on Competitive learning. The main
idea behind ART is to escape the Stability—Plasticity dilemma of neural net-
works, i.e., the problem of learning new concepts, while not forgetting those
already learned. Thus, in an ART network the response to input patterns
is fed back to the input layer via recurrent connections. If input and re-
sponse match each other, a resonance process is initiated strengthening the
connections between input and response layer. If the input is unknown to
the network, a new concept (assigned to an output neuron) is formed (Cohen
and Grossberg, 1983).

Kohonen (1982) presented the Self-Organizing Map (SOM), a network
type inspired by the sensory input mapping in BNNs (Willshaw and von der
Malsburg, 1976), which is trained by unsupervised, competitive learning. The
output layer is organized in a one—, or two—dimensional space inducing neigh-
borship relations between output neurons. An input pattern propagated to
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the output layer results in a winner neuron having the highest activation in
the output layer. The weight vectors to the winner neuron and its neighbors
are then shifted towards the input pattern vector (again a form of Hebbian
learning). During training the input data are mapped to output neurons,
whereby the topology of the input space is preserved. Each output neu-
ron represents a region of the input space, i.e., a number of input values is
represented by the weight vector to this neuron ( Vector Quantization). The
topology of the input space is preserved in the output layer (map), even when
the dimension of the input space is reduced by the SOM (Kohonen, 1982).

The existence of recurrent connections in an ANN inevitably leads to
dynamical phenomena of the system. Hopfield (1982) based the analysis of
a recurrent network, where each neuron is connected to all other neurons,
with symmetrically weighted connections on the Spin Glass model describing
condensed matter with disordered magnetic moments. In this model the
minimization of energy leads to a stable attractor of the dynamical system.
When the weights of a network are viewed as energy of the network, energy
minimization (training) results in connection weights allowing convergence of
the activations of the network. Thus, (activation) patterns can be stored in
stable attractors of the network constituting a Content Addressable Memory:
a pattern similar to a stored pattern will cause the network to converge to
the pattern in memory (if the applied pattern is in the basin of attraction)
(Hopfield, 1982). It is unclear, if processes similar to the dynamics of a
Hopfield net are fundamental for biological memories, but some researchers
claim that chaos associated with dynamical systems plays an important role
in BNNs (Freeman, 1994).

Arguably, the single most influential development in ANN history was
the Error Back-propagation algorithm for multi-layer perceptrons reported
in (Rumelhart et al., 1986). It solved the problem of assigning exact error
terms to neurons in hidden layers, i.e., for each neuron the degree of its
impact on the networks overall error can be calculated. Essentially, back—
propagation is an optimization technique based on gradient descent, where
the gradient of a high-dimensional function can be computed by an iterative
procedure requiring only local information. The algorithm has already been
reported in (Werbos, 1974) in a broader statistical context, but Rumelhart
et al. (1986) worked out its specific merits in ANN training.

Since then, the multi-layer perceptron trained by error back-propagation
has become the most utilized ANN type in most scientific and real-world ap-
plications (the standard neuron model employed in these networks is sketched
in Figure 3.2). With an ANN software package at hand, users must “only”
provide a set of problem—specific training data to teach a network. However,
in order to achieve a well-performing network many parameters, e.g., number
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of neurons, layers, and connections, or learning rates, have to be adjusted.
For all of these ANN parameters no analytical rules exist to determine appro-
priate values, hence, ANN performance often relies on the expertise of human
ANN designers. The automatic adjustment of ANN parameters, more gen-
erally components of an ANS, by evolutionary algorithms is at the center of
this work. The general approach adopted is to combine evolution of ANS
components with conventional ANN training that is based on error back-
propagation being outlined in the following section.

Figure 3.2: A standard artificial neuron with weighted sum of inputs ¥ trans-
formed by an activation function a(x).

3.3 Error Back—propagation

The specific mapping of an input pattern to an output pattern in an ANN is
dependent on the network’s weights w;; and the neurons’ activation function
a(x). In supervised learning known input/output patterns are used to de-
termine the current error (deviation of actual network output from expected
output). Hence, in a general form gradient descent towards minimal network
error is given by

ij,i = _n(ﬁE)j,i; (31)

where (6E) ;i is the j,4—th component of the error gradient vector, 7 is the
learning rate determining the step size in direction of the negative gradient,
and Aw,; is the resulting weight change. With hundreds and thousands
of connection weights in a network solving Equation 3.1 becomes a complex,
high—dimensional problem, as the network error function is highly non-linear
(induced by the non-linear activation function). Error back-propagation
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solves the problem by an iterative computation of the weight changes Aw;;
needing only local information from the two neurons linked by the connection
weight. The method starts by calculating an error term at the network’s
output layer and computes the weight changes by back-propagating error
terms through the network. Figure 3.3 shows a simple one-hidden layer
network with all the parameters, which will be used for derivation of back—
propagation learning.

X1

Figure 3.3: An exemplary feed—forward network with all the parameters
relevant to back—propagation training (after (Patterson, 1996)).

The following definitions (Patterson, 1996) are valid for any one-hidden—
layer network with m input neurons and n hidden neurons:

m n
Hy=) vjxi  Io=) wey (3.2)
i=0 §=0

with H; and I being the sum of the weighted input signals of a hidden
layer neuron and an output layer neuron, respectively. Note that the bias
of each neuron is represented by an additional weighted connection to a
neuron xy or yo (not shown in Figure 3.3) having a fixed activation of 1.0.
By definition the input neurons do not transform the input signal, i.e., the
activation function is the identity function and the bias is 0.0.
The input signal to a neuron is transformed by the activation function a
to give
yi =a(H;) 2z =ally), (3.3)

where y; and z;, are the neuron’s activation.
The overall output error of the network is given by the sum of the error
terms of the o output neurons
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o

B =2 S - AP)2 (3.4)
k=1

—_

The superscript p (omitted in the following) indicates that E® is the
error of a specific input pattern in the training set. An output neuron’s error
term is simply given by the square of the difference of the target value ¢
(defined in the training set) and the actual output activation z. Though,
the Summed Square Error (SSE) is the most common, any error term can be
used for back-propagation, e.g., the error of the network on the validation
set, or even an error signal generated by a human or a machine.

Referring to Equation 3.1 we now calculate the weight change of the
connections between hidden and output layer Awy, ; = —n%. As the error
F is primarily a function of I, which in turn is a function of u}]k,j, application
of the chain rule of partial differentiation yields

OE(Ik(wy,)) _ OF 98I, _ 0F

= =—y;. 3.5
awk,j 8[k 8wk’j 6Ik Yi ( )
Further use of the chain rule and Equation 3.4 give
aE(Zk(Ik)) OF 8zk '
VRV 2T TR (4, — I 3.6
aIk aZk aIk ( k Zk)(]/ ( k)’ ( )
and defining a Generalized Error Term ¢ at the output layer as
(Sk = (tk - Zk) a'(Ik) (37)
finally results in
oF
Wi = 1 gy = M0k s (3.8)

Equation 3.8 is essentially the Widrow—Hoff learning rule (setting o’ (1) =
1.0) and has exactly the structure of the Generalized Hebb Rule Awy,; =
nz,y;. In supervised back-propagation learning the generalized error term
d (provided by a teacher) substitutes the activation z; of the unsupervised
Hebb learning.

Calculating the weight changes for the connections between input and hid-

den layer, we again, start with the general gradient descent Av;; = —n aiE -,
Jst
which gives
OFE(H;(v;; OF 0H; oF
( ](UL )) _ J T, (39)

an’i B 8HJ 8’()]',1' B GHJ
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and

0E 0E dy; OE ,
5 = oy, 98 ~ oy, ) (3.10)

Right here the problem of credit assignment, how to determine the influ-
ence of the activation of a hidden neuron on the overall error of the network,
arises. It is solved by using the chain rule, again.

OE 1~ 0tk — f(Ix))? -
oy 2k oy

dy; =— ) (s — z) a'(I) e (3.11)

k=1 k=1

Defining the generalized error term at the hidden layer as

5]' = a'(Hj)25k wk,j (312)
k=1

the distribution of errors at the output layer d; to the error term ¢; for
each neuron in the hidden layer is described elegantly. The output errors are
weighted by the connection weights and summed up at the output of each
hidden neuron. During training the errors are propagated in a manner very
similar to signals in network recall, however, in the opposite direction, which
gives error back—propagation its name. Though, we have restricted the anal-
ysis to one-hidden layer networks, it can be easily extended to an arbitrary
number of layers and to generalized multi-layer perceptrons allowing any
connections in forward direction. Equation 3.12 enables the computation of
an error term for any neuron, whose post—synaptic error terms are known.

In analogy to Equation 3.8 the final weight update rule for connections
between input and output layer is given by

oF

n 8vm~
Clearly, it can be seen that back—propagation requires only local knowl-
edge of the network’s parameters. In fact, for each weight update of a con-
nection only two parameters, the activation of the source neuron and the
generalized error term of the sink neuron, are needed. Compared to the gen-
eral gradient, where most parameters of the network appear non-linearly in
each component of the gradient vector, back—propagation is a very effective
way to change the weight towards an error minimum. Still, there are a num-
ber of problems associated with the presented plain error back—propagation.

AU]"Z' = = 776J.TZ (313)
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Although, the single weight updates are computationally cheap opera-
tions, the complexity of the ANN structure (number of neurons and con-
nections), the size of the training data set, and the number of Epochs can
make ANN training very expensive. Typically, a network is trained for some
hundreds to some thousands of epochs. In each epoch (cycle) all patterns of
the training data set are presented to the network sequentially.

Two modes of back—propagation learning can be discerned by the fre-
quency of actual weight updates (Haykin, 1999). With Batch or On-line
Learning the computed weight changes are accumulated for all patterns and
are only applied after completion of an epoch. While this method allows an
accurate calculation of the error gradient, it may suffer from redundant (iden-
tical) pattern in the training data set. Sequential or On—line learning changes
the weights after each pattern, hence, randomness is introduced by the order
of the patterns in the training data sets. Though, computation of the error
gradient is only based on a single pattern, on-line learning is believed to
converge faster, however, the differences may be small and dependent on the
specific training data.

Like any optimization procedure back-propagation can be trapped in
local minima of the error surface. While no improvement of back—propagation
can guarantee to find the global error minimum, a number of enhancements
aim at decreasing training time. A simple technique is Gradient Reuse, where
the weight changes computed for a single epoch are repeated as long as
the overall network error decreases. This technique is a first step towards
adaptation of the learning rate during training, as a series of e epochs with
reuseable weight changes effectively alters the learning rate n to ' = en.

Evidently, the learning rate has a great influence on training time and
convergence. A small learning rate enables sampling of the error surface
with high resolution, which increases the chances to find any minimum, but
also the possibility to end up in a local minimum. Moreover, it increases
training time in flat regions of the error surface. A large learning rate quickly
traverses flat regions, but it may also cause the algorithm to miss regions of
high interest, namely, the global minimum or minima close to it. A simple,
but effective adaptation of the learning rate is achieved by addition of a
Momentum term o (Rumelhart et al., 1986) as given by

1)
A’LUj,i(t) = — . + O!ij,i(t - 1), (314)

with Aw;;(t — 1) being the weight change in the previous epoch. The

momentum term accelerates learning in flat regions of the error surface, while
fine-tuning the search in “rough terrain”. The trade—off for these benefits
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is the increased probability to miss interesting minima close to flat regions
(overshooting).

A number of algorithms based on back—propagation employ a more so-
phisticated adaptation of learning parameters during the learning process. A
member of this family of algorithms is Resilient Back—propagation (RPROP)
(Riedmiller and Braun, 1993), which will be described in more detail in the
following section, as RPROP is commonly used to train evolved ANN struc-
tures in this work.

According to Equation 3.1 the computation of weight changes in back—
propagation is based on a linear approximation of the gradient through the
current point of the error surface. Additional information on the curvature
of the surface would improve a training algorithm, as it would lead to a
more exact path towards decreasing error. However, these improvements
demand costly computation of the Hessian matrix containing all possible
second derivatives of the high—dimensional error surface, inducing a non—
local weight update scheme.

Various methods for the solution of these second-order optimization prob-
lems exist, e.g., the Newton method, but they become computationally im-
practical for larger networks. Even the simplified Quasi—Newton method
only requiring estimations of the gradient has a computational complexity
of O(|C|?) (|C|* being the number of connections) (Haykin, 1999), which
leaves Conjugate—Gradient methods the only promising alternative to deal
with training of larger networks based on second—order methods (Fletcher,
1987).

Secant methods try to reduce the computational cost of second—order
methods by a rough estimation of the shape of the error surface. A repre-
sentant of secant methods is Quickprop (Fahlman, 1988) assuming a local
parabolic shape of the error surface resulting in the basic weight update

9(t)
Aw;;(t) = Aw;;(t—1 3.15
w]ﬂ( ) c+g(t _ 1) _ g(t) w]ﬂ( )a ( )
where g = —a?f; -, and ¢ is a constant eliminating the “flat spot” introduced

by g(t — 1) = g(t). Here, the shape of the error surface is approximated by
the secant given by the difference of the gradient of two consecutive epochs.
A small difference, indicating the more linear region of the assumed parabolic
shape, results in a larger weight change (following the linear gradient), while
a larger difference is a sign for larger curvature, hence, a smaller weight
change.
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3.3.1 Resilient Back—propagation

A problem associated with standard back—propagation is the dependence of
the generalized error term § on the first derivative of the activation function.
In large regions of the widely used sigmoidal functions the numerical value of
the derivative can be very small resulting in a slowly converging ANN train-
ing. Jacobs (1988) has proposed four heuristics to improve the convergence
rate of back-propagation (Jacobs, 1988):

1. Adaptation of network weights is controlled by connection—specific learn
ing rates.

2. The learning rates are adapted to the error surface during training.

3. If the error gradient for consecutive training epochs does not change
its direction (sign), the learning rate is increased.

4. If the error gradient changes its direction, the learning rate is decreased.

All of the above heuristics to improve back—propagation are incorpo-
rated in the Resilient Back—propagation (RPROP) algorithm (Riedmiller and
Braun, 1993). Instead of calculating the weight change using the linear ap-
proximation of the gradient Aw,;(t) = —n %, for each weight a single
variable A,;(t) governs the weight update, whose numerical value depends
on the sign of the gradient, as given by

—Ajt) if 22 >0

Bwjﬁv
Aw;;(t) =< +4A,4(t) if a?ji <0 (3.16)
0 else.

The weight change A;;(¢) is dynamically adapted during training increas-
ing, when the gradient does not change its principal direction in two consec-
utive epochs, and decreasing, when the gradient changes its sign. Quantita-
tively, the adaptation is given by

Ow;; Owj;

3.17
n_A],z(t . 1) if OE(t—1) x OE(t) < 0’ ( )

ow;j ; ow;j ;

tAL(E—1) if 2EEDIEO o
A],Z(t):{n .77( )

where the constants ™ and n— are fixed to empirical values in the range of
0 <n~ <1< nt. The initial value of the weight change A and the maximal
weight change A,,,; are the two RPROP learning parameters, which will be
evolved in experiments in Section 7. The training result is believed to be
rather insensitive to both parameters, as the weight updates are adapted to
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the error surface. However, a A,,,; being too large could result in a coarse
sampling of the error surface missing regions of high interest.
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